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Since the publication of The Mythical Man-Month by Brooks [1], academia and industry have been aware of the problem of how to enable efficient communication among members of a software development team. It is well acknowledged that in excess of 50 percent of each developer’s time may be taken up by the costs of collaboration during software development. This collaboration is a necessary part of the development process; without it the team could not move the product under development forward to completion in a successful fashion.

Collaborative software tools have been developed to combat the communication problems which arise during software development. Some are more applicable to large (30+ people) development teams, but in general, the development and use of structured software development tools have been well received in industry and in the open source / free software community. Because of the time-saving effect of these tools and the impact they have upon collaboration, many, such as the version control system and the change management system, are now ubiquitous.

The problems faced by a group of developers working to create software are hard enough when they are all co-located and can collaborate effectively face-to-face. The difficulty of collaborating effectively with coworkers increases when individual developers or groups of developers are isolated geographically. Herbsleb et al [2] studied a development project at Lucent Communications with two primary development sites and found that the introduction of geographic separation resulted in new problems for their software development process.


The introduction of geographic separation caused the management in charge of the project to attempt to split the work logically based on the structure of the software being developed. The project had two major components, and operated on top of an infrastructure developed and maintained at other Lucent sites worldwide. As such, the team in England worked on one of the two major components, and the team in Germany on the other. A set of interfaces, believed to be well-defined at the beginning of work on the project, were used by both teams to connect the two components, but this connection work was not done until the end of the project.


The result of the attempt to connect the two independently-developed components was disastrous, as the two teams had made assumptions about the semantics of the interfaces that were not entirely clear from the documentation. These assumptions about the semantics of the interfaces connecting the components pervaded the development at each site, even down to the unit tests for pieces at site, so developers and testers all believed that their end of the connection between components was working properly. The lesson learned and presented by Herbsleb was that it was easier for both teams to make assumptions independently than to collaborate over a long distance to work out the issues correctly, and so the integration step of the project had to be done at a single site and at great expense.

Some of the expense of the integration step also resulted from the heterogeneity of the collaborative software development tools being used at each site. Different change management systems were used for each of the two major components being developed, so work that involved a bug fix at the other site had to be entered into two change management databases, ID numbers had to be entered for each site, and the entire process logged. This inefficiency could have been entirely avoided, but the teams working on the components lacked any sense of unity.


Additionally, the entire product being developed depended upon an infrastructure of components developed at different Lucent sites around the world, none of which were co-located with teams working on this project. The time cost of developing the software on a platform of components whose developers were geographically separated was not taken into account.

Some of the problems with geographically isolated, large scale software development that were pointed out by Herbsleb et al are easier than others to address by the correct use of collaborative software development tools. No ideal development environment can correct for cultural issues between teams, or create a sense of trust between geographically separated teams. What can be corrected for with an idealized software development environment, at least in the case of the Lucent project, is the high cost of initiating contact, and the disparity between environments at multiple sites.

The goal, therefore, of software engineering tools, is to reduce the percentage of developer time spent on communication. Two assumptions are made:
1. Management is effective, so that all required collaboration between developers is in fact happening.

2. The collaboration occurring between developers is not perfectly efficient, and the amount of communication, and/or the difficulty of engaging in communication, can be decreased by the use of collaborative software tools.

The commonly available software tools which enable collaboration in a software development environment are version control, change management, automated build, static analysis, and workplace instant messaging. In addition, an ideal software development environment may make effective use of novel tools not yet widely in use in industry.


The integration of these tools is of no small consequence. Increases in efficiency can be gained by integrating version control with change management, for example, so that sets of changes committed to version control are tagged with the change management items which they resolve. Policies may be put in effect for the checkin of changes to version control that require that all flaws pointed out by a static analysis tool be either corrected, or documented as to why they were not corrected. Effective use of policies and integration can have an immediate impact on the efficiency of a software development team.

Workplace IM

Workplace IM can play an important role in reducing the cost of starting a dialogue with another team member, by removing the requirement that a co-located developer visit that other team member’s office personally. In the case of geographically separated developers, the role of workplace IM is even more important, as it can complement the only other option, the telephone, which is often avoided in development teams such as those working on open source / free software.

The interaction between developers using workplace IM is also better managed than when a developer has to interrupt another in their office. With an IM, the interruptee can multitask IM sessions, and delay their response if needed to preserve their train of thought.


There are drawbacks, however: the interruptee can also completely ignore IM requests if he or she so chooses. The interrupter can also almost always get higher quality support from the interruptee by making an office visit, as the interruptee is then required, culturally, to answer the question. However, as a front-line tool in an ideal software development environment, workplace IM makes a significant contribution to streamlining collaboration.

Version Control

The use of the version control system in software development efforts is now taken for granted. Teams with more limited requirements can use freely available software, but those with more significant version control needs often have to purchase software from a vendor at great cost.


In a geographically separated environment, it may make sense for teams to work on separate branches from a main trunk, at least until each piece of the system stabilizes somewhat. 


[image: image1]
In this fashion, each team is insulated from breaking changes that the other team makes, increasing efficiency. This choice was made by the developers working on the Lucent project. However, these developers did not merge their changes back to the trunk at regular intervals and ensure that trunk builds maintained some minimum level of correct operation. In order to prevent divergence of the n (in this case two) private branches, integration and reverse integration at regular intervals is required, although it can be painful for both teams.

Change Management

A second important tool for collaborative software development is the change management system. In conjunction with the version control system, the change management system serves as a sort of log for all activity done on the project, as well as a mechanism for assignment of tasks to individual developers, testers, and management.
With geographically isolated teams, it is important that all teams be using the same change management system, even if there is very little crossover between bugs from one team to the other. This was shown by Herbsleb, et al in their study of the Lucent project.

Ideally, bugs entered into a change management system would follow one of a small set of idealized paths through the system, going from a reported bug to a closed bug that has been verified as fixed in a later build of the product, or from a reported bug to a closed bug that has been verified as not being a bug at all. Often bugs do not follow these paths. This can be due to complexity, resulting in discussion on how to solve the problem. This is productive. However, often bugs do not make it through the system as a result of social issues.

Halverson, et al [3] at IBM Research studied change management on two public projects, Mozilla and Eclipse. In doing so they found social problems with change management, especially when developers were geographically separated from the bug reporter. They found it was easy for developers to ignore bugs, to assign bugs to another developer (perhaps one they did not know) in order to reduce their own bug count, and to claim that a particular issue was not a bug. This often resulted in multiple bugs for the same issue, bugs closed and reopened multiple times, and bugs assigned and reassigned multiple times.
The goal of Halverson, et al in addressing this problem was not to eliminate the problem through enforcement of policy, but rather to enable the discovery of bugs that follow poor patterns, or those have been left to rot at the bottom of the queue. Their solution was visualization of the change management database.
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In the screenshot at right, a bug is assigned when it is deep orange, and the axis represents time. It is easy to see upon a cursory examination that the top bug, 89074, has been reassigned several times. This may be due to the complexity of fixing the bug, but it may also be the result of social issues interfering with the proper resolution of the issue at hand. Management should inspect the bug more closely to make a determination.
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A second view is a view of bugs as circles with varying radii. An algorithm, based on bug priority and the time since a bug was last touched, creates the varying radii. As generated by the algorithm, a higher radius means that a bug should be looked at next.
The use of these visualization techniques for the change management system by management may help to resolve the social issues that occur during any development project, particularly those that are aggravated by the introduction of geographic separation into the equation.
Novel Tools

One additional problem with software development teams is the burden that new developers place on developers who have been with the team for a long enough period of time to become productive. Every time a new developer is added to the team, the other developers must spend a great deal of time on knowledge transfer to the new developer. This time spent is an investment in new developers, hoping that they will become productive in the future. While turnover rates vary, they are invariably higher than management and other developers would like.


Cubranic et al [4] at the U. of British Columbia developed a tool that mines data from a combined source code database, version control log, and change management system database to create a search engine for the product. By experiment, they have shown that the use of this search engine can aid experienced developers who have no experience with the project they are working on in making reasonably-sized changes to a software project.

Their tool, called Hipikat, is yet another payoff from the integration of collaborative software engineering tools into an ideal software engineering environment. They found that the use of Hipikat was about as effective as asking a colleague for help.


To demonstrate the effectiveness of their tool, Cubranic et al asked two groups of software engineers to make a change involving the tooltips that show up when a developer hovers over a breakpoint in the Eclipse debugger. One group of developers was experienced with software development, but had never worked on Eclipse before. This group was given access to Hipikat. The second group had worked on Eclipse, but not on [image: image4.png]Fized
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this particular component of the system. They were not given Hipikat.

The developers of Hipikat found that while both groups of developers did fairly well in implementing the requested modification to the behavior of tooltips, the group that was given Hipikat to use performed slightly better. Cubranic, et al attributed this difference to an inheritance relationship between two classes, Breakpoint and JavaBreakpoint, which was made clear by the Hipikat software, but may have been overlooked by developers to whom the relationship was not easily discovered. The relationship between the two classes had an impact on the semantics of the solution.

Conclusions


Geographically separated software development is rapidly becoming commonplace in industry, as it has become in the open source community during the past ten years. While the number of teams working together remains small, significant problems do still arise when teams are geographically isolated.

Only some of these problems can be tackled by the use of collaborative software in an ideal software development environment. By reducing the amount of communication that must occur between software developers, and allowing the communication that is required to be managed more effectively, developers can work faster and with fewer obstacles in their path toward the final product.


 Unfortunately, the use of collaborative software and an ideal software development environment can only affect the time to complete a project by some small, constant factor. No order of magnitude gains have been realized or are likely to be realized in the future, according to Brooks [5].
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Figure 1. One view from the Halverson visualization tool.
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Figure 2. The “heat” view of the bug database.
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Figure 3. The Hipikat tool performing a search.








